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W hen performing phylogenetic tree reconstruction, we often see that the use of an incorrect model
of sequence evolution can lead to a wrongly modeled tree. However, even though choosing the right
model of sequence evolution is the first step for phylogenetic tree reconstruction, using established

methods can be computationally expensive and prone to errors.
ModelRevelator[3] uses deep learning to decide which phylogenetic model to use for a certain multiple sequence
alignment analysis. In this project, we tried to improve the performance of one of ModelRevelator’s networks
by using a different approach to preprocessing the information contained in multiple sequence alignment:
By randomly selecting subsets of the alignments we computed a set of summary statistics to summarize the
information contained in each of those alignments. The end goal was to see whether this approach yielded better
results than the previously ones used by ModelRevelator.

1 Introduction

With the increasing number of biological data available
nowadays, one of the best ways for phylogeneticists to
study evolution and to study the relationship between
organisms is to do so through their genetic sequences.

One key step for carrying out this analysis, and
when trying to reconstruct an evolutionary tree, is
computing the genetic distance, which is a measure of the
divergence between two sequences that come from the
same common ancestor.

This is a highly challenging task, since many evolu-
tionary forces are applied to the sequences making them
vary, which exponentially increases the complexity of
comparing them[16]. There are several of these forces
and reasons for mutations in the sequences occurring,
and we must understand as many as we can to carry our
analysis. For example, Transitions and transversions are
the two types of these nucleotide mutations. Transitions
account for the substitution between two purines or two
pyrimidines (A to G or C to G interchangeably), while

transversions are the substitution between a pyrimidine
and a purine (G to C, A to T...). We distinguish between
these two types of substitutions because, although there
are many more probabilities of having a transversion,
there are higher possibilities of having a transition, due to
the chemical structure of the nucleotides as seen in figure
1.

Figure 1: Diagram showcasing the difference between transitions and
transversions



One of the main requirements for computing the genetic
distance is estimating a model of sequence evolution. They
use continuous-time Markov-Chains to model the previ-
ously mentioned evolutionary forces, and to help describe
the different probabilities of change in the sequences
across time by making assumptions of the substitutions.
One of these assumptions is, for example, the homo-
geneous frequency of nucleotides that the Jukes and
Cantor[9] model takes: This model assumes that there
is the same probability for each nucleotide to be on the
sequence, as opposed to the GTR[24] model where the
frequency of each nucleotide can be different across the
sequence.

1.1 Models of sequence evolution

There are hundreds of models to choose from, but we will
only account for 6 of them in this project which are widely
used and range in complexity; the project can easily be
expanded to more in the future:

• Jukes and Cantor (JC[9]): This is the simplest substi-
tution model, because as mentioned before it assumes
same frequency of nucleotides in the sequence at ¼,
and each of those is equally likely to be replaced by
any other nucleotide.

• Kimura 2-parameter (K2P[12]): Introduces transi-
tion and transversion substitution rates to the already
mentioned JC parameters.

• Felsenstein-81 (F81[4]): Has the same parameters
as JC, but it allows the possibility of having different
base frequencies than the ¼ used in JC and K2P.

• Hasegawa, Kishino and Yano (HKY[7]): Introduces
transition and transversion substitution rates whilst
allowing different base frequencies.

• Tamura and Nei (TN93[22]): It distinguishes be-
tween two different types of transition (AG and CT)
but only one type of transversions. It also assumes
different base frequencies.

• Generalized time-reversible model (GTR[24]): Has
each of the base frequencies of the nucleotides as
parameters, as well as each of the 6 transition rates
(A to C is the same as C to A).

Although the concept of a model of sequence evolution
is relatively straightforward, finding the correct model
of sequence evolution within a certain multiple sequence
alignment is a challenging task.

1.2 Choosing the model

Choosing a wrong model for our data can severely harm
the results of a phylogenetic analysis. However, choosing
the model that better fits our data is far from trivial.
Since the cost of sequencing is consistently decreasing
every year[21], the number of alignments to analyze is
getting substantially larger. This fact coupled with the
existence of hundreds of different models of evolution
makes the process of choosing one a very time consuming

and computationally expensive procedure.

There are several statistical techniques that have
been developed for choosing the best fitting model,
one of which using likelihood ratio tests: The log
likelihoods of two models we want to compare the fit
of are computed, and usually these two models are
nested, meaning that there is only one parameter that is
assumed to be different in both models[16]. Usually the
comparison is made between all of the models and its
parameters, arriving at the best fitting one. This approach,
however, has some limitations, for instance it assumes
that one of the models being compared has to be correct,
which might not be the case. Another method is Bayes
factor, which works similarly to the log likelihood but
using reversible jump MCMC[6] for the computations.
The most common approach to which we will be compar-
ing the results is Maximum Likelihood[10], which uses
either the Bayesian Information Criterium (BIC) or the
Akaike Information Criterium[17].

In any case, it is safe to assume that these procedures
are computationally very intensive.

1.3 Machine learning

Machine learning uses data to create models that help
recognize patterns, to classify and predict. There are
several ways that machine learning does this, but in
this project we will focus on neural networks and deep
learning.

A neural network is a set of linear algebra opera-
tions that uses certain mathematical operations to the
input data so as to retrieve a desired output. It has three
parts: The input layer to which the data is given, the
hidden layers on which the operations are performed, and
the output layer that yields the result of the operations.
For this network to “learn” and improve, we follow two
different steps: forward and backward propagation.

We shall now explain how a neural network works
with all of these concepts together: first, we randomly
initialize weights. These weights are values which we
multiply our data with, and will be updated using an
optimization algorithm in the backward propagation
step. Then for each hidden layer we apply an activation
function after the input data has been multiplied by
the weight, which induces non-linearity to differentiate
between the relevant and non-relevant weights.

If there are additional hidden layers following the
first one, a similar procedure is carried out eventually
resulting in the output for the output layer. This would
be the forward propagation step. Following that, the
expected output from our network would be compared to
the ground truth we were expecting to get, which is called
the error. To compute this error, we use a loss function
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(in our case we use categorical cross entropy, which is
used for multi-class classification). Once this error is
computed, we use it for a gradient descent method to
minimize it, and to be able to update the weights. This is
back propagation[19].

All these steps are part of one iteration the network
does, called epoch. We also have hyperparameters, that
are fixed parameters defined before training, like the
batch size (number of training examples shown to the
network at the same time in order to have a smoother
gradient descent) and the learning rate (step size of how
much gradient should be modified towards a minimum).

Usually, for a complex set of data more than one
hidden layer is needed for a successful neural network
architecture; and in most cases the more of these layers
there are, the higher accuracy the network can achieve.
The term used for describing a network that uses many
of these layers is a deep neural network, which is called
Deep learning[14].

There are several applications of machine learning and
deep learning in biology that have proven to be a successful
strategy to solve biological problems[15][23][11][20].

1.4 ModelRevelator

ModelRevelator[3] uses two multi-layered neural net-
works. The first one, NNmodelfind, selects the best
model of sequence evolution based on multiple sequence
alignments. The second one, NNalphafind, computes
the alpha parameter if the multiple sequence alignment
benefits from incorporating a gamma distribution to
account for the rate heterogeneity across sites[26].

Phylogeneticists can input their multiple sequence
alignments and get a recommendation of the model
of sequence evolution to use for their analysis, as well
as which alpha parameter to use (if any) in case of
rate heterogeneity: We know that the position of each
nucleotide in a sequence can have a different impact on
the rate of substitution because of different evolutionary
forces. To account for this, we use rate heterogeneity
which is modeled with a gamma distribution. Changing
the α parameter from this distribution we can increase or
decrease the rate of heterogeneity. Otherwise, assuming
same probability of substitution on each nucleotide means
having rate homogeneity.

Results show that ModelRevelator performs on par with
maximum likelihood with Bayesian information criterion,
being able to generalize to alignments quite different from
the ones that were trained on, as well as being more com-
putationally inexpensive for certain alignment sizes and
even outperforming in some tested data sets.

2 Objectives

The objective and goal of this project is to improve the
preprocessing of multiple sequence alignments given to
NNmodelfind by computing summary statistics on subsets
of the multiple sequence alignments, trying to maximize
the information extracted from them, and therefore the
performance of NNmodelfind.

3 Methods

3.1 Data simulation

ModelRevelator was trained using alignments that were
simulated using model parameters that were extracted
from empirical data, collected from the scientific literature
by Rob Lanfear from the Lanfear group of the Australian
National University, with the objective of using empirical
data for the simulation. The trees for alignment simulation
were random, with internal and external branch lengths
recovered from trees reconstructed on the empirical
Lanfear data under the GTR model. The branch lengths
were then used to generate the trees with 8, 16, 64 or
128 taxa.

In this project, we created two training datasets
following the above steps, one with 86020 alignments
and the other with 240000 alignments per file for each of
the five preprocessing strategies that will be explained
next. For each training dataset we created a respective
validation dataset, of 3000 alignments and 12000 each.

To create the test dataset, we followed the same strategy
as for the training dataset, but used different sequence
lengths to see if the models could generalize to other
sequence lengths. We created alignments with 100, 1000,
10000 and 100000 base pairs.

3.2 Preprocessing strategies

We used the Seq-Gen[18] tool to use these created trees
in combination with some parameters (rate frequency,
sequence length and alpha) for each model of substitution
to simulate a multiple sequence alignment, using the 12
different models of sequence evolution in equal parts: half
with rate homogeneity and half with rate heterogeneity
across sites. The rate heterogeneity was set to alphas of
0.001, 0.01, 0.05, 0.1, 0.3, 0.5, 0.7, 1, 2, 3, 4, 5, 6, 7, 8,
9 and 10. All the sequences from the multiple sequence
alignment in the training dataset are 1000bp long.

The first step for improving the preprocessing of the
multiple sequence alignments was to choose the different
approaches to use. ModelRevelator uses a pairwise strat-
egy (as explained below) on the preprocessing strategy
since it yielded the best results, but several other meth-
ods were tested (also explained below). However, these
strategies might be further optimized since extracting the
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necessary information can probably be done without the
need of looking at each sequence entirely, or even only
looking at certain sequences of interest. Since we don’t
know how the information will be best extracted from
the alignments, we need to look at the already existing
methods that were proven to work in ModelRevelator:

• Column-wise: For each column of the multiple
sequence alignment the following features were
counted: πA, πC, πG, πT, AC, AG, AT, CT, CG, GT,
AA, CC, GG, TT.

• Pair-wise: For two randomly selected sequences of
the multiple sequence alignments the following fea-
tures were computed: AA, CC, GG, TT, first strand
base count A first, strand base count C, first strand
base count G, first strand, base count T, second strand
base count A, second strand, base count C, second
strand base count G, second strand, base count T,
transversion count, transition count, AC, AG, AT, CT,
CG, GT, CA, GA, TA, TC, GC, TG.

The next step was to apply these strategies to each
individual subset and think of the best ways to do so.
All of this resulted in 5 different strategies used to try
to extract the maximum amount of information from the
alignments to give to the neural network:

I Column-wise subsets: The first strategy consists of
using the column-wise strategy explained before to
each of the subsets and computing the previously men-
tioned summary statistics for all of the columns. Then
all of the summary statistics computed get concate-
nated and reshaped using Numpy to get the 200 by
200 by 16 tensor that we will use as input for the
neural network. We can see a representation of this
strategy in figure 2

II Pairwise subsets: Implementation of the pairwise
strategy to each subset and concatenating the sum-
mary statistics to get a 200 by 200 by 26 tensor as
done in I. We can see a representation on this strategy
in figure 3

III Column-wise random sized subsets: In this strategy
we are doing the same as the first strategy of column-
wise subsets, but we are randomly selecting the size of
each subset from a range of 80 to 160, and then only
computing and storing the first 20 summary statistics
to the tensor, which has size 100 by 100 by 16.

IV Pairwise random sized subsets: Same as in 3, but
applied to the pairwise strategy. We end up with a
tensor of 100 by 100 by 26.

V Choosing the more complex sequences: We the-
orized that the best way for the neural network to
extract information and patterns from the summary
statistics computed is to use the more complex se-
quences, meaning the ones that have the most differ-
ences from the rest. Therefore, after using the same

strategy as the previous pairwise random sized sub-
sets, we computed the summary statistics for all the
random-sized subset, and picked the 20 most complex
sequences to be stored on the 100 by 100 by 26 tensor.
We can see a representation on this strategy in figure 4

Figure 2: Column wise strategy. In orange we have the subset, and in
green the selected column

Figure 3: Pairwise strategy. In orange we have the subset, and in green
the selected rows

Figure 4: Complex sequences. In orange we have the subset, in green the
possible columns and in yellow the chosen more complex column

In all methods the summary statistics are normalized by
the sequence length of the multiple sequence alignment,
in this case 1000bp. Each subset has size of 80 by 80 by
default, and considering we are only using four sizes of
taxa (8, 16, 64, 128) and 12 possible models of evolution,
we reshaped the tensor accordingly. For example the
first strategy has a 200 by 200 by 16 tensor because
we are computing 80 summary statistics, and 16 is the
number of features we are computing. But then for the
column-wise with random size subsets we have 100 by
100 by 16 because instead of 80 summary statistics we
are only using the first 20 in the tensor.

To apply this methods to the subsets we started
implementing the column wise approach to the subsets:
For a random position of the multiple sequence alignment
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the subset of size 80 was created, and the summary
statistics from the column wise method was applied to
this subset in addition to transition and transversion
count and position of the subset. This was done 500
times, and at the end a Numpy reshape function was
applied to end up with a 200 by 200 by 16 (number of
features computed) tensor, stored in tfrecord format, the
TensorFlow[5] binary data storage format.

The first strategy returns a 200 by 200 by 16 tensor
because we are computing 80 summary statistics for each
of the 500 subsets (80 * 500 = 200 * 200), and 16 is the
number of features we are computing. But then for the
column-wise with random sized subsets we have 100 by
100 by 16 because instead of 80 summary statistics we
are only using the first 20 in the tensor and we have fewer
features.

3.3 Neural network architecture

This section will aim to describe the neural network archi-
tecture of NNmodelfind which was used for this project.
To do so, we first need to describe what convolutional and
residual neural networks are.

3.3.1 Convolutional neural networks

There is a specialized type of NN called convolutional neu-
ral networks (CNN) that works best for two-dimensional
dependency of the data points, like the pixels in an im-
age. These networks are given this name because they use
convolution (a mathematical linear operation in which a
function is modified by another) in at least one layer.
In this type of network (Fig6), each layer is responsible for
finding different patterns in increasing complexity on the
inputs. There are three steps happening on each of these
convolutional layers: In the first one we perform some
convolutions in parallel, using something called a filter,
which is usually a matrix learned during training used,

for example, to detect edges of a picture. They are also
frequently referred to as channels. We use the result of this
convolution to produce a non linear activation function
like a rectified linear unit[25]. In the second step, the re-
sults are then given to a nonlinear activation function such
as the rectified linear function (which is the one we use,
and only takes the positive part of the data). The last step
is pooling, which consists of summarizing the information
given to the next layer to reduce the computational time
without losing much information.

Figure 6: Diagram of two layers of a normal CNN and two layers of a
residual block, highlighting the skip connection.

a = activation function, w = weight layer.

3.3.2 Residual neural networks

One of the issues with CNNs is that for very deep neural
networks there is a saturation in the accuracy of these
deeper layers (vanishing gradient error[2]), as well as a
higher training error.
To solve this issue, we will be using a residual neural
network or ResNet[8], which also aims to improve the
training of deep neural networks by reducing the problem
of vanishing gradient, in which the gradient is so small
that the weight barely changes, hindering future training
improvement.
ResNets do this by implementing residual blocks (Fig6),
which have the same structure as a convolutional layer,
but the output for an activation function on one layer will
be later added before the nonlinear activation function n
layers down, skipping n layers in the middle.

Figure 5: NNmodelfind architecture
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This is called “skip connection” when at least one
layer is skipped. NNmodelfind uses a 1×1 convolutional
shortcut as seen in [8].

ModelRevelator uses a ResNet-18 (Fig5), starting with
a tensor input of varying size depending on the strategy
used. This input is passed to four 2D convolution layers
with a 2x1 kernel that have 32, 64, 92 and 92 channels
each instead of the original ResNet-18 7x7 convolution.
After pooling, the output is then passed to the 4 ResNet-18
blocks that use 3x3 convolutions and 96, 192, 384 and
768 channels respectively. From that we get a 6x1 layer
of the output, out of the 6 possible models of sequence
evolution (notice that we use 6 and not 12 because we
separate the alpha estimation and the model selection
into two different neural networks). The network uses
categorical cross-entropy as the loss-function, and Adam
optimizer[13] for the gradient descent.

3.4 Training and testing

After creating the first training dataset of 86020 align-
ments and the validation dataset of 3000 we trained
with a validation dataset 2 of the 5 different proposed
strategies: Column wise summary statistics and pair-
wise summary statistics both with random subsets
sizes. The training was done using TensorFlow 2.8
version on the following GPUs: Nvidia Tesla V100-PCIE
with 32Gb of memory or Nvidia GeForce RTX2080Ti
with 11Gb of memory. Both trainings took around 10 days.

For all the training we used the following hyperparam-
eters: learning rate of 10−5 and batch size of 40. We
performed early stopping on both trainings to aim for
convergence (finding the minimum for the loss function).
This happened on epoch 100 for the pairwise strategy
and epoch 60 on the column wise strategy as we can see
in Figures 7 and 8, on which TensorBoard[5] showcases
both trainings.

Figure 7: Representation of the pairwise strategy training using Tensor-
board. In orange we have the training accuracy and in blue the
validation accuracy. x-axis = epochs, y-axis = accuracy

To test the models, we used the simulated test dataset
for each individual alignment length and tested each of
the two best performing models.

Figure 8: Representation of the column wise strategy training using Ten-
sorboard.

4 Results

Table 1: Training results. T = Training V = Validation,
A = accuracy, L = loss.

Strategy Epoch TA TL VA VL

Pairwise 106 80.42 1.448 80.92 1.438
Column wise 67 78.07 1.53 77.44 1.556

The results from training the two different strategies
can be seen in Table 1 and in Figure 8. For the column
wise strategy, we can see some overfitting after 60 epochs
with an accuracy of around 75% for both the validation
dataset and the training dataset, while the pairwise
approach took around 100 epochs for convergence and
had an accuracy of 80% on the training and validation
datasets. As we can see the pairwise strategy took longer
to converge (40 more epochs) and yielded better results
(5%) than the column wise strategy, which is expected as
will be discussed in the next section.

To check the test results, we will compare both
previously mentioned trained strategies to the results
from ModelRevelator as well as the traditional method
of Maximum Likelihood. Figures 11 and 9 show
the accuracy of the pairwise summary statistics data
with random subset sizes compared to the column
wise summary statistics with random subset sizes for
the 1000bp lengths in the test dataset and for each of
the 6models of evolution in increasing order of complexity.

Figures 9 and 11 show the results from the training
in this project, and figures 10 and 12 show original data
from ModelRevelator, comparing the training that was
done to Maximum Likelihood in the same fashion. Figures
13 and 15 shows the pairwise and column wise results
for the 100000bp test dataset and figures 14 and 16 the
same thing for ModelRevelator and Maximum Likelihood.
Finally figures 17 and 19 show the training on the 100bp
test dataset, while 18 and 20 show the original data tested
on the 100bp test dataset on ModelRevelator.
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Figure 9: Model selection performance on 1000bp rate homogeneus test
dataset for pairwise and column wise approaches, using taxas
colored respectively in decreasing color intensity for each of the
6 models in increasing order of complexity

Figure 10: Model selection performance on 1000bp rate homogeneous test
dataset from the original data of ModelRevelator andMaximum
Likelihood.

As we can see, the results from the preprocessing of
the subsets are at most 7% lower than the ones used
in ModelRevelator and Maximum Likelihood on all the
models but 20% lower for GTR (the most complex model)
on the 1000bp test dataset. This pattern is also seen on
the largest sequences in the test datasets: The models are
able to extract more information for longer sequences in
100000bp test datasets, while they struggle with more
complex models.

For shorter sequences as seen for 100bp, the models
cannot extract enough information, so the results are
quite different: The accuracy is lower than 50% on all
models except for HKY and GTR, which are more complex.

This phenomenon was also observed in ModelRevelator,
and it is the opposite of what we see with Maximum
Likelihood, and with our approach on longer sequences,
where the more complex (parameter-rich) the model of
sequence evolution is, the lower the accuracy is achieved.
We can also see that the column wise approach works
substantially better than the pairwise strategy, having
10 to 20 percent higher accuracy in all models and taxa
except for GTR, where they perform more similarly.

Figure 11: Model selection performance on 1000bp rate heterogeneous
test dataset for pairwise and column wise approaches.

Figure 12: Model selection performance on 1000bp rate heterogeneous test
dataset from the original data of ModelRevelator andMaximum
Likelihood.

Figure 13: Model selection performance on 100000bp rate homogeneous
test dataset for pairwise and column wise approaches.

Figure 14: Model selection performance on 100000bp rate homogeneous
test dataset from the original data of ModelRevelator and Max-
imum Likelihood.
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Figure 15: Model selection performance on 100000bp rate heterogeneous
test dataset for pairwise and column wise approaches.

Figure 16: Model selection performance on 100000bp rate heterogeneous
test dataset from the original data of ModelRevelator and Max-
imum Likelihood.

Figure 17: Model selection performance on 100bp rate homogeneous test
dataset for pairwise and column wise approaches.

Figure 18: Model selection performance on 100bp rate homogeneous test
dataset from the original data of ModelRevelator andMaximum
Likelihood.

Figure 19: Model selection performance on 100bp rate homogeneous test
dataset for pairwise and column wise approaches.

Figure 20: Model selection performance on 100bp rate heterogeneous test
dataset for pairwise and column wise approaches.

When comparing the performance of the models on
alignments with or without rate heterogeneity, we can see
that the accuracy of the models when tested on data with
rate homogeneous is around 4% better on all the models
for the 1000bp test dataset, especially for TN93 and GTR
on larger taxa, where it increases to 11% on average for
taxa 16 64 and 128. It is interesting to point out that
in all the results except for the 100bp test dataset, the
performance of both strategies is quite similar, except for
TN93, where the column wise approach outperforms the
pairwise by at least 10 to 20% for 16, 64 and 128 taxa.

5 Discussion

The performance of the new strategies is similar to the
ones previous obtained in ModelRevelator. Looking at the
results we can say that it is almost on par with the results
obtained by the previous methods in NNmodelfind on the
simpler models. However, the performance is not as good
on the more complex models, probably because more
complex parameters are harder to summarize for the
neural network to learn. From that we can hypothesize
that only using the information contained in a subset
might not be enough for the neural network to learn all
the patterns with the strategies trained so far. Thus, it
seems as if computing the summary statistics from subsets
makes it easier to estimate those models of sequence
evolution that have fewer parameters, but this type of
input seems to be less efficient for the neural network
when looking at more parameter-rich models, like GTR.
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To solve this issue, the next step for increasing the
accuracy is to test the other strategies mentioned in the
methods section that will be used downstream on the
project, and see if the performance on the more complex
models improves.

When looking at the two strategies of column wise
and pairwise summary statistics on random sized subsets
that were trained, we see that, even though the pairwise
strategy had more features and showed higher accuracy
on the training and validation datasets, the results do
not indicate whether one is better than the other. This is
surprising, since the pairwise strategy performed better
than the column wise on ModelRevelator when looking at
the whole sequence, although shorter pairwise summary
statistics certainly contain less information than the
whole sequence, so retrieving information from the align-
ment might be strongly dependent on the sequence length.

For some reason, the column wise approach gives
higher accuracy on TN93, probably because column-wise
summary statistics inputs always provide information of
both transition types in each summary statistic of each
position of the alignment. This is not the case for the
pairwise input, as the information is collected over the
whole alignment, not just for each position, making it
harder for the neural network to differentiate between
the two transitions types that TN93 has as parameters.

However, looking at the 100bp test dataset we can see
that the pairwise strategy performs around 20% better in
all models except GTR than the column wise approach,
which might mean that the pairwise strategy generalizes
slightly better, at least for shorter sequences.

Another thing we can observe from the results, is that
the performance of both models is not as substantially
high as we would expect on the 100000 base pairs test
dataset as compared to the length of 1000 base pairs with
which we trained. This is probably explained by the fact
that for both strategies the same number of subsets were
looked at, independently of the test dataset sequences
length.

Overall, the results are very similar to the ones obtained
with the previous preprocessing strategies in ModelRev-
elator. However, the neural network has a harder time
selecting the correct model if this is quite a complex one.
It would be very interesting to compare these results with
other known machine learning methods for model of sub-
stitution estimation, but the closest thing published is
ModellTeller[1], which uses a random forest algorithm to
predict models of substitution for branch-length estima-
tion. This process requires tree estimation, making the
process different enough so that the comparison is beyond
the scope of the results obtained now. Nevertheless, it
might be interesting to do so in the future.

6 Conclusion

In this project, we tried to create a new preprocessing
strategy for multiple sequence alignments to be used
by a neural network for estimating the model of se-
quence evolution. We wanted this strategy to improve
in both performance and time savings, compared to
established methods and the preprocessing approach
used in ModelRevelator. The results obtained show
that, even though the new strategies’ performance is
quite similar to those of ModelRevelator and Maximum
Likelihood for the simpler models, the created strategies
struggle to accurately select the more complex models.
Further work on the project will be needed to test the
aforementioned strategies and see if the results improve.

To conclude this project, we hope that the results
achieved showcase how powerful a tool machine learn-
ing can be in the bioinformatics field. Further resources
should be applied to use these tools on phylogeny and
other relevant health science fields to solve or optimizing
the solution to pressing biological problem.

7 Data availability

All the codes and programs used to carry out this
project can be found in github: https://github.com/
antonvegam/ModelRevelator_subsets
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